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Abstract: Cloud Computing is a promising paradigm which has become most recent research due to its ability to reduce the costs associated with computing. Securing data is very important because of the critical nature of cloud computing and the large amounts of compound data it carries. This security gap is bridged by the most popularly used encryption techniques for encrypting the tenuously stored data. Fully Homomorphic Encryption is a good basis to enhance the security measure of untrusted systems or applications that stores and manipulates sensitive data. In this paper, the design and implementation of a Fully Homomorphic Encryption (FHE) scheme based on Ring is reported.
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I. INTRODUCTION

Homomorphic encryption is the conversion of data into cipher text that can be analyzed and worked with as if it were still in its original form. Homomorphic encryptions allow complex mathematical operations to be performed on encrypted data without compromising the encryption. In mathematics, homomorphic describes the transformation of one data set into another while preserving relationships between elements in both sets. The term is derived from the Greek words for "same structure." Homomorphic encryption is expected to play an important part in cloud computing, allowing companies to store encrypted data in a public cloud and take advantage of the cloud provider’s analytic services.

In encryption schemes, Bob encrypts a plaintext message to obtain a ciphertext. Alice decrypts the ciphertext to recover the plaintext. In Fully Homomorphic Encryption[2], parties that do not know the plaintext data can perform computations on it by performing computations on the corresponding ciphertexts. A major application of FHE is to cloud computing.

By far the most popular request was for some background on the recent results is computing on encrypted data, or 'Fully-Homomorphic Encryption'.

II. RELATED WORK

In 1978, shortly after the invention of the RSA cryptosystem, Rivest, Adleman, and Dertouzos [RAD][6] came up with the idea of fully homomorphic encryption, which they called “privacy homomorphisms”. Their paper states, “although there are some truly inherent limitations on what can be accomplished, we shall see that it appears likely that there exist encryption functions which permit encrypted data to be operated on without preliminary decryption of the operands, for many sets of interesting operations. These special encryption functions we call ‘privacy homomorphisms’; they form an interesting subset of arbitrary encryption schemes”. Despite the optimism of Rivest, Adleman, and Dertouzos[6], fully homomorphic encryption remained out of reach for many years.

Homomorphic encryption schemes that allow simple computations on encrypted data have been known for a long time. For example, the encryption systems of Goldwasser and Micali [11], El Gamal [12], Cohen and Fischer, and Paillier[20] support either adding or multiplying encrypted ciphertexts, but not both operations at the same time. Boneh, Goh and Nissim [21] were the first to construct a scheme capable of performing both operations at the same time – their scheme handles an arbitrary number of additions but just one multiplication. More recently, in a breakthrough work, Gentry [9,10] constructed a fully homomorphic encryption scheme (FHE) capable of evaluating an arbitrary number of additions and multiplications (and thus, compute any function) on encrypted data.

Aside from Gentry’s scheme (and a variant thereof by Smart and Vercauteren [7] and an optimization by Stehle and Steinfield [8]), there are two other fully homomorphic encryption schemes [19, 18].
III. THE HOMOMORPHIC ENCRYPTION ALGORITHM

The three basic requirements for a practical Homomorphic Encryption scheme are:
- Versatility
- Speed
- Ciphertext Size

By checking the partial HE schemes and the FHE schemes against the three requirements, the following results are tabulated:

<table>
<thead>
<tr>
<th>Type</th>
<th>Versatility</th>
<th>Speed</th>
<th>Ciphertext Size</th>
</tr>
</thead>
<tbody>
<tr>
<td>Partial HE</td>
<td>Low</td>
<td>Fast</td>
<td>Small</td>
</tr>
<tr>
<td>Fully HE</td>
<td>High</td>
<td>Slow</td>
<td>Large</td>
</tr>
</tbody>
</table>

Homomorphic encryption allows complex mathematical operations to be performed on encrypted data without revealing the contents of the original plain data. For plaintexts P1 and P2 and corresponding ciphertext C1 and C2, a homomorphic encryption scheme permits meaningful computation of P1 Θ P2 from C1 and C2 without revealing P1 or P2. The cryptosystem is additive or multiplicative homomorphic depending upon the operation Θ which can be addition or multiplication.

A homomorphic encryption scheme consists of the following four algorithms:

- **KeyGen (λ):**
  - Input - the security parameter λ.
  - Output - a tuple (sk, pk) consisting of the secret key sk and public key pk.

- **Encrypt (pk, π):**
  - Input - a public key pk, and a plaintext π.
  - Output - ciphertext ψ.

- **Decrypt (sk, ψ):**
  - Input - a secret key sk and a ciphertext ψ.
  - Output - the corresponding plaintext π.

- **Evaluate (pk, C, ψ):**
  - Input - a public key pk, a circuit C with t inputs (of the set C of allowed circuits) and a set ψ of t ciphertext ψ₁, ..., ψₜ.
  - Output - a ciphertext ψ.

Therefore, a homomorphic encryption scheme consists of all algorithms of a conventional public key encryption scheme and an extra one. The correctness-condition for the conventional part of a homomorphic encryption scheme is identical to that of a (non-homomorphic) public key encryption scheme.

The additional algorithm Evaluate is supposed to do the following:
If ψᵢ is a ciphertext corresponding to the plaintext πᵢ for i = 1 ... t and ψ = (ψ₁, ψ₂, ..., ψₜ), then Evaluate (pk, C, ψ) shall return a ciphertext ψ corresponding to the plaintext C(π₁, ..., πₜ) for a circuit C with t inputs.

A homomorphic encryption scheme is said to correctly evaluate C(a set of circuits), if the correctness-condition on the algorithm Evaluate from above holds for all circuits C ∈ C.

IV. FULLY HOMOMORPHIC ENCRYPTION SCHEME

Fully homomorphic encryption allows the addition and multiplication of encrypted data without the need for full decryption. Cloud computing technology [13] has rapidly evolved over the last decade, offering an alternative way to store and work with large amounts of data. However, data security [16, 17] remains an important issue particularly when using a public cloud service provider. Homomorphic encryption could address this need. A significant amount of research on homomorphic cryptography has appeared in the literature over the last few years.
highly benefited. Dealing with the cipher text directly in server the data security can be assured because anyone else who doesn’t know the key can’t decrypt it. The homomorphic symmetric encryption [2] is used to construct the data secure scheme.

The symmetric homomorphic encrypt scheme:
- Select encrypt parameter: r, p and q, r~2^n, p~2^4n, q~2^6n and p is prime
- P is the secret key
- Encrypt: for plain text m
  Compute c=pq+2r+m where c is the cipher text
- Decrypt: m=(c mod p) mod 2
- Correctness: because pq is larger than 2r+m so (c mod p) =2r+m

Finally (c mod p) mod 2 = (2r+m) mod 2=m

Homomorphic: for two cipher text
- C_1=q_1p+2r_1+m_1
- C_2=q_2p+2r_2+m_2
- Compute:
  C_1+C_2 = (q_1+q_2)p+2(r_1+r_2)+m_1+m_2
- So if 2(r_1+r_2)+m_1+m_2< p
  Then (C_1+C_2) mod p = 2(r_1+r_2)+m_1+m_2
- So, its additive homomorphic.
- And C_1*C_2 = [q_1^2q_2p^2+(2r_1+m_1)+(2r_2+m_2)] +p+2(2r_1
  r_2+r_1r_2+m_1+m_2) +m_1 m_2
- So if 2(2r_1 r_2+r_1r_2 m_1)+m_1 m_2< p
  Then (C_1*C_2) mod p = 2(2r_1 r_2+r_1r_2 m_1)+m_1 m_2
- So it is multiplicative homomorphic.

Applying above encrypt scheme, the following cloud data secure scheme is designed:

As shown in the below figure, the scheme uses symmetric homomorphic encryption to enhance data security[14]. First, the user login and the server and assign a key-generation seed to user. Then, user generate the secret key at client using this seed. So the server don’t know the secret key at all. This procedure can be repeated, and it enables the user to get the same secret key at any time. Secondly, the user can use this key to encrypt data [15] which the user wants to transmit and save it in the cloud server.

While transmitting the data, also the other cryptographic technology such as digital signature can be applied to assure the integrity and non repudiation. At last, the user can send request to cloud server (also encrypted) and the server do the operation even without knowing the content of the operation. With this scheme, not only the stored data but also the transmitted data is encrypted, so it is not worried whether the data is dropped or stolen. It also can provide secure data audit service because the third audit party can deal with the encrypted data directly.

Fig: 2 The data security scheme for cloud computing

V. RING BASED FULLY HOMOMORPHIC ENCRYPTION

A ring R is an abelian group with a multiplication operation (a, b) → ab that is associative and satisfies the distributive laws: a(b+c) = ab + ac and (a+b)c = ac + bc for all a, b, c ∈ R. The most important structure is the ring R. Let d be a positive integer and define R = Z[X]/(Φ_d(X)) as the ring of polynomials with integer coefficients modulo the d-th cyclotomic polynomial Φ_d(X) ∈ Z[X]. The degree of Φ_d is n = φ(d), where φ is Euler’s totient function. The elements of R can be uniquely represented by all polynomials in Z[X] of degree less than n. Arithmetic in R is arithmetic modulo Φ_d(X), which is implicit whenever the terms or equalities involving elements in R is written. An arbitrary element a ∈ R can be written as:

a = ∑ a_i x^i \text{ with } a_i ∈ Z\text{ and } a \text{ is identified with its vector of coefficients } (a_0, a_1, ..., a_{n-1}). In particular, a can be viewed as an element of the R-vector space R^n. The maximum norm on R^n is chosen to measure the size of elements in R. The maximum norm of a is defined as ||a||_{∞} = max_{i} |a_i|.

Basic Scheme

In this section, the basic public key encryption scheme [1] is described which is the foundation for the leveled schemes. The scheme is parameterized by a modulus q and a plaintext modulus 1 ≤ t < q.
Ciphertexts are elements of $R = \mathbb{Z}[X]/(\Phi_Q(X))$ and plaintexts are elements of $R/R$. Secret keys and errors are generated from different distributions, for example Gaussian distributions of different width. The secret key is derived from the distribution $\chi_{\text{key}}$, and errors are sampled from the distribution $\chi_{\text{err}}$. The “Regev-style” encryption is used as in [2] and [3]. The scheme consists of the following algorithms.

- Basic.ParamsGen($\lambda$): Given the security parameter $\lambda$, fix a positive integer $d$ that determines $R$, moduli $q$ and $t$ with $1 < t < q$, and distributions $\chi_{\text{key}}, \chi_{\text{err}}$ on $R$. Output $(d,q,t,\chi_{\text{key}},\chi_{\text{err}})$.
- Basic.KeyGen($d,q,t,\chi_{\text{key}},\chi_{\text{err}}$): Sample $f,g \leftarrow \chi_{\text{key}}$ and let $f = [tf + 1]_q$. If $f$ is not invertible modulo $q$, choose a new $f'$. Compute the inverse $f' \in R$ of $f$ modulo $q$ and set $h = [tg + 1]_q$. Output the public and private key pair $(pk,sk) = (h,f) \in R^2$.
- Basic.Encrypt($h,m$): The message space is $R/tR$. For a message $m \in R$ choose $[m]_t$ as its representative. Sample $s,e \leftarrow \chi_{\text{err}}$, and output the ciphertext $c = [[q/t][m]]_t + e + hs \in R$.
- Basic.Decrypt($f,c$): To decrypt a ciphertext $c$, compute $m = [[t/q][f][c]_t]_t \in R$.

There are various lemma’s stated where the messages are referred as an element $m$ in the ring $R$ although the message space is $R/tR$, keeping in mind that encryption always takes place on the representative $[m]_t$ and that by decrypting, all that can be recovered is $m \bmod t$.

VI. PERFORMANCE

The implementation of Gentry’s [5] fully homomorphic encryption scheme with the model of several dimensions are tested, corresponding to several security levels. From a “toy” setting in dimension 512, to “small,” “medium,” and “large” settings in dimensions 2048, 8192, and 32768, respectively. The public-key size ranges in size from 70 Megabytes for the “small” setting to 2.3 Gigabytes for the “large” setting. Performance of Fully Homomorphic Encryption with the parameters such as dimensions, key generation time, size of the public key is tabulated. The table II shows the results for the parameter-setting that are used to generate the public challenges [4].

<table>
<thead>
<tr>
<th>Dimension</th>
<th>KeyGen</th>
<th>PK Size</th>
<th>AND/Dec</th>
</tr>
</thead>
<tbody>
<tr>
<td>2048 800,000-bit integers</td>
<td>40 sec</td>
<td>70 MByte</td>
<td>31 sec</td>
</tr>
<tr>
<td>8192 3,200,000-bit integers</td>
<td>8 min</td>
<td>285 MByte</td>
<td>3 min</td>
</tr>
<tr>
<td>32768 13,000,000-bit integers</td>
<td>2 hrs</td>
<td>2.3 GByte</td>
<td>30 min</td>
</tr>
</tbody>
</table>

The table I shows how many bits are required to represent $q_1,\ldots,q_p$ for varying ring dimensions for $p = 2$. Note that all $q_1,\ldots,q_p$ can be represented in less than 64 bits.

VII. CONCLUSION

The Ring based fully homomorphic encryption has been proposed for securing data in cloud computing. Here the homomorphic encryptions allow the complex mathematical operations to be performed on encrypted data without compromising the encryption based on Ring Structure. The parameters and implementation results of Ring based fully homomorphic encryption are presented in this work.
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